Task 1:

#include <iostream>

using namespace std;

struct ListRec{

char value;

ListRec\* next;

};

int main(){

struct ListRec \*head = nullptr, \*loc1, \*loc2, \*loc3;

head = loc1;

loc1->value = 'A';

loc1->next = loc2;

loc2->value = 'C';

loc2->next = loc3;

loc3->value = 'M';

loc3->value = NULL;

return 0;

}

Task 2:

#include <iostream>

using namespace std;

struct ListRec{

char value;

ListRec\* next;

};

void print(ListRec\* listHead){

while (listHead->next != NULL){

cout << " " << listHead->value;

listHead = listHead->next;

}

cout << " " << listHead->value << endl;

}

int main(){

struct ListRec \*head = nullptr, \*loc1, \*loc2, \*loc3;

loc1 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc2 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc3 = (struct ListRec \*)malloc(sizeof(struct ListRec));

head = loc1;

loc1->value = 'A';

loc1->next = loc2;

loc2->value = 'C';

loc2->next = loc3;

loc3->value = 'M';

loc3->next = NULL;

print(head);

return 0;

}

Output:
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Task 3:

#include <iostream>

using namespace std;

struct ListRec{

char value;

ListRec\* next;

};

void print(ListRec\* listHead) {

while (listHead->next != NULL) {

cout << " " << listHead->value;

listHead = listHead->next;

}

cout << " " << listHead->value << endl;

}

void deepCopy(ListRec\* oldListHead, ListRec\* newListHead) {

newListHead = NULL;

newListHead = oldListHead;

print(newListHead);

}

int main(){

struct ListRec \*head = nullptr, \*loc1, \*loc2, \*loc3, \*newHead = nullptr;

loc1 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc2 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc3 = (struct ListRec \*)malloc(sizeof(struct ListRec));

head = loc1;

loc1->value = 'A';

loc1->next = loc2;

loc2->value = 'C';

loc2->next = loc3;

loc3->value = 'M';

loc3->next = NULL;

print(head);

deepCopy(head, newHead);

return 0;

}

Output:

![](data:image/png;base64,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)

Task 4:

#include <iostream>

using namespace std;

struct ListRec{

char value;

ListRec\* next;

};

void print(ListRec\* listHead) {

while (listHead->next != NULL) {

cout << " " << listHead->value;

listHead = listHead->next;

}

cout << " " << listHead->value << endl;

}

void deepCopy(ListRec\* oldListHead, ListRec\* newListHead) {

newListHead = NULL;

newListHead = oldListHead;

print(newListHead);

}

int main(){

struct ListRec \*head = nullptr, \*loc1, \*loc2, \*loc3, \*newHead = nullptr;

loc1 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc2 = (struct ListRec \*)malloc(sizeof(struct ListRec));

loc3 = (struct ListRec \*)malloc(sizeof(struct ListRec));

head = loc1;

loc1->value = 'A';

loc1->next = loc2;

loc2->value = 'C';

loc2->next = loc3;

loc3->value = 'K';

loc3->next = NULL;

print(head);

deepCopy(head, newHead);

loc3->value = 'B';

deepCopy(head, newHead);

return 0;

}

Output:
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